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Figure 5.3: vinkscape: retrieval of revision 1, 2 and 3 from a version-aware Inkscape
SVG document.

The vinkscape command is executed in the terminal window which in turn loads the

selected version in Inkscape.

5.5 Discussion and Future Work

We have described an approach, version-aware XML documents, in which the version

data is stored within the working document. This introduces the notion that versioning

is part of the document and collaborative editing does not have to revolve around

shared storage or a centralized repository. Our framework can be used to extend a

document type to incorporate versioning. We have shown that this is feasible by

extending Inkscape SVG files.

There are two ways to use the versioning framework. One is by modifying an

application to support the versioning framework. A second is to create external

tools to support an application that is not version-aware by capturing the changes as
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demonstrated in the Inkscape example.

Currently, our approach do not work with Microsoft Office documents and OpenOf-

fice documents because the applications throw away extension made to document

when read. Although their document formats are open, they are less open in term

being extensible by third party tools the way Inkscape documents can be extended.

We suspect that both OpenOffice and Microsoft Office only use XML for serialization

and use in memory data models that are not flexible to support extension to the

documents while Inkscape use XML as both native document format and in memory

data model. We consider Inkscape and its document format to be truely open.

For future work, we will include features allowing the user to delete versions, delete

branches, and clear the version history. To optimize version retrieval performance,

we plan to use full document snapshots to represent certain versions, instead of using

deltas.
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Chapter 6

Feature Model Editing and

Debugging

6.1 Introduction

Software product line engineering (SPLE) is a methodology for developing a family of

software products in a particular domain by systematic reuse of shared code in order

to improve product quality, and reduce development time and cost [72, 73]. A feature

is a characteristic, quality or functionality of a product. Thus, it is more natural to

describe a product in terms of its features than in terms of lower-level implementation

and design. A feature model is used to describe a product family in terms of common

and variant features as well as any relationships or constraints among those features.

A feature model should represent all possible products within the product family.

Feature models are used in all phases of SPLE: to define product line scope, to

create requirements and documentation, to drive or guide the process of configuring a

product, and in some cases, to generate product code. Because feature models are

described using a formal language, automated analysis can be performed to determine

the number of possible products or to detect model inconsistency, dead features, or

false optional features [74].

A feature model is inconsistent when multiple constraints in the model are violated

simultaneously in such a way that no product can be represented. When a model

becomes inconsistent, the user must debug the model to find and correct the errors.

Current tools for feature models offer little or no support for debugging. They provide
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little or no explanation of the causes of inconsistency or of any changes that could be

made to resolve the inconsistency [74]. These tools can tell the user that the model is

inconsistent, but the problem and solution are left to the user to find, which can be

tedious in a large feature model.

It would be easy to blame a problem on the recently added constraint that triggered

the inconsistency, but it may be that the newly added constraint is correct and has

exposed previously unnoticed bugs. Determining this would require the user to trace

all the constraints involved in the problem back to the root feature. In a large feature

model consisting of hundreds or thousands of features, this would be a daunting task.

It would be better to point out to the user the constraints that contribute to the

inconsistency [74] in a meaningful way. Showing exactly those constraints that are

involved in the conflict would allow the user to more easily find the bug and correct

it.

Tool support is critical to the adoption of SPLE. Hence, we propose a visual editor

to better support feature model editing and debugging. The tool detects all errors

that cause a model to be inconsistent and provides hints to the user as to what the

problems are, where they are, and what the possible fixes are. It does all of this

visually within the feature model editor in a non-intrusive manner similar to how

modern IDEs hint errors and solutions without distracting the user. Our approach

impacts anyone using feature models to develop product line software.

6.2 Background

6.2.1 Feature Model

A feature is a product’s characteristic, quality or functionality. There are two types

of features: solitary feature and grouped feature. Solitary feature is a concrete feature

while a group feature represents a concept. Group features consists of or relation and

alternative group feature. Or group feature represents a feature that is a combination

of one or more features. The alternative grouped feature represents a feature that

can be of several variants. Features are organized in a feature model as a tree-like

structure. A feature has a parent feature except for the root feature and zero or

more child features. The relationships between parents and children, called structural



84

constraints, define commonality and variability of the parent feature and ultimately

the variability of the product line. The structural constraints are:

• Mandatory: If the parent is in a product, then the child is also in the product

and vice versa.

• Optional: The child may or may not be in a product regardless of whether the

parent is or is not in the product.

• Alternative: If the parent is in a product, then exactly one of its children is also

in the product.

• Or: If the parent is in a product, then at least one of its children is also in the

product.

When the parent-child constraints are not sufficient, integrity constraints are used

to define constraints between features that are not parent and child. They are:

• Implies: if a implies b, then whenever a is in a product, b must also be in the

product.

• Excludes: if a and b exclude one another, then they can never exist together in

any product.

Figure 6.1 is a simple feature model of a family of cars rendered in our editor. A

Mandatory constraint is denoted by an edge with a filled small circle. For example,

the edge between car and body. An Optional constraint is rendered as an edge with

an empty circle. Alternative and Or constraints are rendered as edges with a hollow

half circle and edges with a filled half circle, respectively. Implies constraints are

rendered as unidirectional dashed edges while Excludes constraints are represented

as bidirectional dashed edges, as shown in Figure 6.2. According to the model in

Figure 6.1, a car must have a body, an automatic or a manual transmission, an engine

which could be electric or gasoline or both and may or may not have cruise control.

Figure 6.2 illustrates how different problems with feature models are shown in the

editor, which currently uses color to highlight different problems. Figure 6.2(a) depicts

an ‘‘inconsistent model’’ because P mandates both A and B but A and B exclude

one another; thus, no product can be derived. Figure 6.2(b) depicts a ‘‘false optional



85

Figure 6.1: A feature model example of a family of cars. Feature highlighted as green
indicate one possible car.

Figure 6.2: Problems and warnings in feature model: (a) an inconsistent model, (b)
B is a false optional feature, (c) the implication of B is redundant, (d) B is a dead
feature.

feature’’ warning, which is given when an implies constraint effectively mandates a

feature that the model labels optional. An ‘‘implies redundancy’’ warning occurs when

an implies constraint is not needed due to other constraints, as shown in Figure 6.2(c).

Finally, Figure 6.2(d) shows a ‘‘dead feature’’, where an optional feature is excluded by

another constraint. Although, the latter three warnings do not create an inconsistent

model, they may imply bad design and thus the user should be warned.

6.2.2 Current Support for Editing and Debugging

Currently, there are less than a dozen feature model editors and they each provide a

different graphical interface. Most editors provide an interface that allows users to

create feature diagrams visually, where features can be organized into a tree-structured

hierarchy. Others provide flat tree editing, which is less useful for visualizing the

feature model but is still superior to textual editing. Most of these tools are able to

tell if a model is inconsistent and some are able to highlight what integrity constraints

are violated [75, 76]. Most editors are able to detect dead features and false optional

features, which are usually easy to spot and possibly correct if an editor simply

highlights the problem features [75]. A more difficult debugging task is correcting an

inconsistent model, for which current tools provide little or no support.
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Current tools make use of propositional logic, description logic, and ad hoc meth-

ods [77] including XML Schema as a way to validate feature models [78]. To de-

termine if a feature model is consistent or not, it is converted to a propositional

formula [75, 79, 80] or description logic [81, 82] and fed to a SAT solver or a descrip-

tion logic reasoner. If it is not satisfiable, then the model is inconsistent.

In general, the error reporting interfaces of current tools are weak. For example,

when a new constraint is added to FeatureIDE [75] that make the feature model

inconsistent, the editor will highlight the text of the newly added rule. However, the

conflicting constraints are not highlighted and any highlighting of previously-added

inconsistent constraints will be lost. Description logic systems can generate compiler-

like textual error messages, but their error messages are in terms of description logic,

rather than in terms of the feature model diagram that the user has been working

with [82].

6.3 Approach

Our approach uses propositional logic but exploits the idea of minimum unsatisfiable

cores [83] and the algorithm QuickExplain [84] to identify the conflicting relations

and features, and then proposes possible solutions.

We adopt a similar approach to that of the Eclipse plugin dependency management

system [85] for detecting errors in plugin dependencies and providing meaningful

explanations to the user. This system has been shown to be scalable even when faced

with 10000 installable units [85]. The dependency management technology in Eclipse

is also used in Maven3 and the repository manager Nexus [85]. In addition, a feature

model is a relatively easy problem for a SAT solver [79].

6.3.1 Feature Model to CNF Formula

To determine if a feature model is consistent or not, we convert a feature model

to a CNF boolean formula, for which an off the shelf SAT solver can be used to

determine the formula’s satisfiability. To generate the formula, a depth first traversal

is performed. For every feature and its children, CNF clauses are generated to encode

the constraints of the feature, its children, and its integrity constraints. All the clauses
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are joined together by ∧ boolean operators. The root feature is encoded as a single

literal clause. These are the mappings of features and their constraints to CNF clauses:

• r is root: (r)

• c mandatory child of p : (¬p ∨ c) ∧ (¬c ∨ p)

• c optional child of p: (¬c ∨ P )

• c1, c2, · · · , cn or children of p: (¬p ∨ c1 ∨ c2 ∨ · · · ∨ cn)∧
(¬c1 ∨ p) ∧ (¬c2 ∨ p) ∧ · · · ∧ (¬cn ∨ p)

• c1, c2, · · · , cn alternative children of p:

(c1 ∨ c2 ∨ · · · cn ∨ ¬p) ∧ (¬c1 ∨ ¬c2) ∧ · · · ∧
(¬c1 ∨ ¬cn) ∧ (¬c1 ∨ p) ∧ (¬c2 ∨ ¬c3) ∧ · · · ∧
(¬c2 ∨ ¬cn) ∧ (¬c2 ∨ p) ∧ (¬cn−1 ∨ ¬cn)∧
(¬cn−1 ∨ p) ∧ (¬cn ∨ c)

• a implies b: (¬a ∨ b)

• a excludes b: (¬a ∨ ¬b)

If a SAT solver evaluates the CNF formula to be satisfied, then the model is

consistent, and inconsistent otherwise. Editors that use propositional formulas for

inconsistency checking stop here with their debugging support and leave the user to

identify errors and find solutions. Although, our approach uses propositional formula,

we are interested in finding the clauses that are responsible for the inconsistency and

this is where we are able to provide visual debugging.

6.3.2 Supporting Debugging

Error explanation is key in helping user to understand and fix errors. To support

error explanation, we need to find the minimum number of violated constraints [74]

and the least number of modifications needed to correct the violation [85]. This is a

problem of finding the minimum unsatisfiable cores (MUS) [83], the smallest set of

clauses that makes the formula unsatisfiable, such that a removal of any clause from

the set causes the formula to be satisfiable.
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The MUS gives us one error that contributes to the inconsistency of a feature

model. But it is not useful to indicate only one error when there are many. Rather,

the user should be able to review all errors in order to plan which ones to fix and in

what order. To detect all the errors in the model, we need to remove one of the clauses

that represents an integrity constraint that caused the conflict without changing the

feature model tree and then find the next MUS to determine the next conflict. We

repeat this until the formula is satisfiable, by which point all errors have been detected.

This entire process is described in Algorithm 3.

input :model: feature model
output : conflicts: conflicts

formula← toCNF(model);
while ¬ isSatisfiable(formula) do

mus← getMUS(formula);
foreach clause ∈ mus do

conflicts← conflicts + clause;
if isExcludesRelation(clause) then

formula← formula− clause;
end

end

end
return conflicts ;

Algorithm 3: Extracting conflicts in a model

Once the editor has collected all the possible errors, the conflict visualization

communicates as much information as possible, telling the user which constraints and

features are involved in the conflict by tracing all conflicting constraints visually to

the root feature. Any constraint in this trace is a solution; the conflict can be removed

by simply removing or changing conflicting constraints. If a user adds a constraint

and causes the model to be inconsistent but the constraint is correct, then there must

have been a bug in the model prior to adding the constraint. An example of a bug is

an optional constraint created as a mandatory constraint. The constraints trace lets

the user visually inspect the constraints involved in the conflict to determine which is

the bug.

Figure 6.3 shows two errors and three warnings in the model within our editor.
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Figure 6.3: Editor: highlighting errors and warning in the model.

Errors are highlighted in red. One error is A-B-G-F-C-A and another is A-H-J-K-

I-H and both are caused by Excludes constraints but any highlighted constraint is

a possible bug and possible solution. The warnings including Untitled,D, and L.

Untitled is a dead feature because it has no parent and would never be in any product.

D is excluded by F and so D could never be any product. The Implies constraint

between G and L is not needed because L is included in all products.

In the first error, changing any of the Mandatory constraints highlighted to

an Optional constraint would remove the first error. Alternatively, the Excludes

constraint between G and F could be removed. Removing the second error follows

the same idea. Only someone with domain knowledge can decide what action to take,

just as fixing a program bug requires semantic knowledge of the problem.

6.4 Implementation

The visualization of the feature model and constraints is implemented using NetBeans

Visual Library [86]. The Visual Library provides the basic widgets and edges to render

an underlying model. In our case, we customized the node widgets, anchors, anchor

shapes, and edge connections. The underlying models of our data structure are both a

graph and a tree. A graph models the entire feature model including constraints, while

the tree data structure models the parent-child hierarchy of features. We take this

approach because in the future, we want to provide a tree rendering of the model as

an alternative editing mode and in configuration of products. The graph model allows

more flexibility in having every edge labeled. The SAT solver we use is Sat4j [87], an

open source library of SAT solvers which aims to allow Java programmers to access

cross-platform SAT-based solvers. It is used by many projects such as FeatureIDE [75]
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and in Eclipse’s plugin management system [85].

6.5 Discussion and future work

We have presented a visual feature model editor that hints errors in non-intrusive

way and provides a natural debugging and editing work flow. It uses the concept of

minimal unsatisfiable cores to provide the constraints and features that are involved

in a model’s inconsistency to provide the minimal change needed to fix errors visually.

Other tools only go so far as to report that the feature model is inconsistent. They do

not provide help on how to fix the model and do not report all the errors a model

may have, nor do they help the user spot bugs that are far from the constraints which

have been causing the issue of inconsistency. Better tool support for feature model

editing and debugging will help domain engineers and application engineers create

and use feature model and thus encourage the adoption of feature model and SPLE

as a whole.

We plan to evaluate our prototype in terms of scalability and usability on realistic

feature models, to extend the tool to support cardinality-based feature models editing

and debugging and product configuration, to support evolution of feature models, and

to support collaborative editing. Visual editing of complex boolean constraints other

than implies and excludes constraints is in progress.
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Chapter 7

Proof of Concept Evaluation

Molhado SPL is a research prototype designed to solve the evolution problem in

software product line. Its versioning model is not tied to a particular type of product

line, which means that, in addition to software product lines, it can support document

product lines as well. This chapter describes the proof of concept evaluation of

Molhado SPL in supporting software and document product line evolution. The

main goal is to show that the system supports the eight cases of change propagation

described in Chapter 3. First, we evaluate the system with a document product

line created using DITA [88] and then we evaluated it with a software product line

called the Graph Product Line [89]. This evaluation does not address issues such as

scalability and usability, which are left for future work. If Molhado SPL can support

the following criteria, we claim that it supports software product line evolution.

• Importing a product line into Molhado SPL,

• Supporting product derivation,

• Supporting independent evolution of products, core assets, and shared assets,

and

• Supporting the eight cases of change propagation described in Chapter 3.

One of the difficulties in evaluating Molhado SPL is the lack of examples of

document or software product lines we can use. We had difficulty in finding any open

source software or document projects that are built using the product line paradigm.

There are projects written in C and C++ that can be compiled for different operating
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systems or hardware using conditional compilation but they are implemented as single

product projects. For example, the Linux kernel is implemented as one big project but

it contains conditional compilations in the code to allow it be built for for different

hardware. Molhado SPL assumes a different product line structure where the core

assets and the products are separate projects. We are able to find two small examples,

which we use in this evaluation. The first one is a document product line created

using DITA [88]. It comes with the DITA Open Toolkit software [88]. The second

one is a software product line called the Graph Product Line [89]. It has been used by

other researchers to evaluate their techniques of software product line engineering.

7.1 DITA

The Darwin Information Typing Architecture (DITA) [88] is an XML-based, topic

oriented architecture for authoring and publishing in a variety of forms. DITA is

intended to help technical writers create system documentation for different devices

(paper, PC, smartphone) and different purposes (traning, reference, marketing). DITA

allows users to create reusable topics which can then be used to create multiple

deliverables (such as PDF, online help, Web pages, etc) for different purposes and

products as shown in Figure 7.2. DITA content is created as small topic items. DITA

borrows many elements from HTML such title element, body, pagrapgraph, table, and

list elements. Topics are assembled to create different deliverables using specification

files called DITA maps, in which a user specifies the references of the topic files as

shown in Figure 7.1. A DITA map can also specify how topics link together. Each

DITA map is intented to define a different deliverable and maps have different topics

but they typically share many common topics. By default, DITA has three basic topic

types which are a specialization of the generic topic type:

• A task topic is used to describe the steps to perform a task and the expected

results.

• A concept topic is used to describe the necessary concepts and definitions to

understand a task.

• A reference topic contains factual information that is useful for performing a

task.
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Figure 7.1: Topics are assembled in DITA maps to create different deliverables. There
are two DITA maps sharing topics [3].

Contents of one topic can be reused in anothother topic through the use of conref

attribute. A DITA topic can include non-DITA documents such as images, videos,

words, PDF, and others through the use of references. In addition, DITA also provides

conditional processing that supports filtering and name substitution. DITA can be

extended by the process of specialization to create new topic types and new attributes

specific for an organization, or industry. For example, there is a specilization of DITA

for the seminconductor industry.

One can view a DITA project as a product line (Figure 7.2). The topic files are the

reusable core assets. They are reused to generate different products targeting different

audiences and different hardware readers (ebook, PDA, mobile phone, computers,

and prints). Thus, a DITA project can serve as a good testbed for Molhado SPL to

test software product line configuration management concepts, especially the sharing

of core assets among products and change propagation between the core assets and

products. DITA was attractive to us because the standard is well-described and

because the XML representation is easy to work with.

The DITA sample used in this evaluation came with the DITA Open Toolkit,

which is a open-source tool for transforming DITA documents and maps into multiple

document output formats. It uses Ant scripts to generate the documents. The sample

used in this evaluation contains 15 concept topics, and 7 task topics related to tasks

that often are done in a garage such as changing the oil of a car. It has two DITA

maps for generating documents in different layout and two Ant scripts for generating

PDF outputs. Figure 7.3 shows a PDF generated for the sample.
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Figure 7.2: DITA topics and maps are used to create multiple deliverables from
common topics [3].

To test Molhado SPL, we added support for DITA projects and their automated

product derivation. The core assets of a DITA product line consist of files representing

concept, task, and reference topics, Ant build script files, and DITA map files. First

we import the sample DITA project that came with the DITA Open Toolkit into

Molhado SPL. This creates the core assets project assets but no products. To derive

a product, a user right-clicks on a DITA map and selects the popup command for

product derivation. Molhado SPL then selects the core assets referenced by the DITA

map for the product. This feature is implemented into Molhado SPL to recognize

DITA map files, and to process the links in maps, and links in files referenced by the

map. This allows Molhado SPL to automatically create a product project, select the

files needed by the DITA map and share them with the product project. The user can

optionally choose an Ant build script from the core assets or write their own. Once

the user has a versioned product project, the user can add product specific content,

modified shared content, and create new Ant scripts. To evaluate product derivation,

we created two products: sequence and hierarchy as shown in Figure 7.3.

To test the different change propagation cases, we made changes to the necessary

topic files and performed change propagation. Once a change propagation is performed,

we checked to see if the result matched our expectation. We did this for each of the
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Figure 7.3: An output generated from the DITA sample using DITA Open Toolkit.

eight cases of change propagation:

In case 1, the changes in the core assets project is propagated to shared components

in the product. To test this, we made changes to a core asset, ‘‘changingtheoil.xml”

by adding a line of text, and committed the changes. Then we selected a shared

component in the product, ‘‘hierarchy”, that refers to ‘‘changingtheoil.xml” in the

core asset and performed a forward change propagation. Once the changes resulted

from the change propagation were committed, we made sure that the new text was

shown in the shared file ‘‘changingtheoil.xml” in the product ‘‘hierarchy”. Although

case 1 looks like a merge, it is simply an update in the shared component to point to

the core asset version that has the new changes.

In case 2, the shared asset in a product is modified and the asset referred to by

the shared asset is also modified in the core assets project and the changes from the

core asset is merged with shared asset resulting in a three way merge. To test this

case, we modified the asset in the core assets project and the shared asset in a product

independently. We did this by updating a text line in ‘‘changingtheoil.xml” in the core

assets project and adding a text line in the shared asset of ‘‘changingtheoil.xml.” In
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our evaluation, we did not create changes that would cause conflicts. We committed

those changes. We then selected the shared core asset that has been changed and

performed a forward change propagation and then committed the changes and verified

that the changes the shared core asset have both changes. In this case, Molhado

SPL performed a 3-way merge and the shared component then points to the version

resulted from the merge.

In case 3, the situation is the same as in case 2, but when we performed the

forward change propagation, we ignore the changes made in the shared asset. The

mechanism used in change propagation in this case is identical to case 1 except that

the shared asset has been changed but the changes are irrelevant. The forward change

propagation updated the shared asset to point to the latest version of the referred asset

in the core assets project. We made changes to a shared asset ‘‘shovelingthesnow.xml”

and the asset referred to by this shared asset. We right clicked on the shared asset

and chose ‘‘pull change replace.” The result only showed the changes from the core

assets project.

In case 4, a component from the core assets project is being shared with a product.

To test if this feature works, we selected an asset in the core asset and shared it with

a product by selecting and dragging the component to the product. This case is also

performed when a product is derived in which multiple components are being shared.

When a product is derived, core assets are shared in a product. Without the support

for this case, product derivation would not be supported.

Case 5-8 are identical to case 1 to 4 but in the opposite direction. Thus, we exclude

their discussion. Case 8 is different from case 4 semantically. Case 8 makes a product

specific asset into a core asset. In this case, we create ‘‘document.xml” and right

clicked and selected popup command option, ‘‘Make core asset.” The file was moved

into the core asset project and ‘‘document.xml” in the product became a shared asset

with the shared icon and the shared annotation.

Note that all of these propagation mechanisms were tested during implementation

of Molhado SPL to make sure they do what they are supposed to do. But getting

them to perform correctly using an example further proves that Molhado SPL does

support them. The screen shot of a working session of Molhado SPL with a DITA

project is shown in Figure 7.4.
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Figure 7.4: Screen shot of a DITA document product line in Molhado SPL.

7.2 The Graph Product Line

The Graph Product Line (GPL) [90] is a family of graph applications created by

Don Batory at the University of Texas. Batory considers it a standard problem for

evaluating product line methodologies. It is small but possesses the formal qualities

of a software product line and thus makes a good test bed for Molhado SPL. Graph

application can be created using GPL with different features and making use of

different search algorithms. A graph is either directed or undirected and its edges

can be weighted or unweighted. A graph application can have at most one search

algorithm which is either breadth-first search or depth-first search. In addition, it can

also have one or more algorithms from the following selections:

• Vertex numbering (Number): assigns a unique number to each vertex in a graph,

based on a graph search algorithm.

• Connected components (Connected): finds the connected components in an
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undirected graph.

• Strongly connected components (StronglyConnected): finds strongly connected

components in a directed graph.

• Cycle checking (Cycle): determines whether the graph has cycles.

• Minimum spanning tree (MST): finds a minimum spanning tree (MST).

• Single-source shortest path (Shortest): finds the shortest paths from one vertex

to all other vertices.

The GPL can be described using a feature model as shown in Figure 7.5. Because

of lack of space in the figure, we excluded strongly connected components from the

feature model. The feature model describes the possible products that can be created

and the constraints that govern the possible products. The features are arranged in a

tree where the root represents the product and the children represent product features.

In the feature model, a box represents a concrete feature such as ‘‘Directed” or an

abstract feature such as ‘‘Graph Type”. An abstract feature represents a selection

of possible features. Feature with a filled circle on top is required in every product

if all of its ancestors features are also required. Features with an empty circle are

optional. For example, in every graph product, it must have a graph type, which is

either directed or undirected. It may or may include have a search algorithm. If it

includes a search algorithm, it can only include one: either breadth first search or

depth first search. The dashed edges represent constraints. In this feature model, we

only have requires constraints but it is possible to have excludes constraints where

two features cannot exist in the same product. An example of a requires constraint is

the constraint between shortest path feature and directed feature. The selection of

shortest path requires the graph type to be directed so that selecting undirected would

not be legal. Figure 7.6 shows one possible product, in which the selected features are

colored green or (light grey in black and white print out).

The GPL example used for evaluating Molhado SPL was implemented by Michael

Haufe, an undergraduate CS computer science student at UW-Milwaukee. He imple-

mented GPL using just plain Java features as inheritance, Java containers and generics

to implements the GPL. Others implemented it using AspectJ, other modified Java,

and code mixing using XML. The goal of Molhado SPL is to support SPL without
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Figure 7.5: The feature model of the Graph Product Line.

introducing changes to the programming language. We did not fully implement the

GPL. Instead, we only implemented enough classes to test different type of graphs

and different search algorithms.

To evaluate Molhado SPL, we imported the source code implementing the GPL

into Molhado SPL to manage its evolution. We then created a feature model in

Molhado SPL that describes the possible products. In the feature model, we specified

which files are responsible for the feature. A product is derived when a user selects

the necessary features. Molhado SPL automatically shares the files that are needed

for that product. Once a product is derived, it can undergo independent changes such

as adding new classes or changing shared files. The evaluation for the eight cases is

the same as in the document product line so the discussion is not included. Figure 7.7

shows the GPL with two products and the feature model.



100

Figure 7.6: One possible product instance of the Graph Product Line.

7.3 Summary and Discussion

In this chapter, we described a proof of concept evaluation of Molhado SPL using a

document product line (DITA) and a software product line (GPL). Although Molhado

SPL supports both types of product lines, product derivation had to be implemented

separately for each type of product line. For example, to support automatic product

derivation for DITA document product line, Molhado SPL has to know about DITA

maps and on how to extract references to topics in a map so that the topics can

be shared with a product derived using that map. To support automatic product

derivation for the software product line, we added support for feature models to

Molhado SPL and using the feature model created specifically for that product line

to derive products. A user can still perform product derivation without automatic

product derivation support by creating an empty product and selecting the necessary

core assets from the core assets project and sharing them with the product. Manual

product derivation requires that the user has the knowledge of the product line to

perform the derivation. In contrast with automatic product derivation, the user has

help from the product line system, for example, DITA maps already specify what files
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Figure 7.7: Screen shot of the Graph Product Line in Molhado SPL.

go into a product and the feature model tells the user what features are allowed and

not allowed. Automatic product derivation helps prevent the user from deriving a

broken product. Once a product is derived, developers can modify or add product

specific changes to shared assets or add product specific assets thus allowing the

product to evolve independent from the core asset project.

We evaluated if Molhado SPL supports product line by importing existing product

lines. Independent evolution of core assets and project assets are demonstrated by

making independent changes to core assets and products and checking-in their changes.

Independent evolution of core assets project and the product projects is supported

at the component and project versioning level because each project has its own

version space. We also evaluated each of the change propagation cases by making

changes and performing change propagation for each of the cases and making sure

that each propagation operation completed correctly. We have demonstrated that

Molhado SPL’s versioning model is flexible by supporting different types of product
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line. Because Molhado SPL is an early research prototype, we are only interested that

it does what it is supposed to do. Thus, we lack performance, usability and scalability

evaluation which are important and would be good topics for future research.
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Chapter 8

Conclusion

In this dissertation, a configuration management system called Molhado SPL is

proposed to support the evolution of software product lines. Currently, there are

no software configuration management (SCM) tools that directly support software

product line evolution. Conventional SCM tools are designed to support single product

development. The use of conventional SCM tools forces developers to treat a software

product line as a single software project either by introducing new programming

language constructs or through the use of conditional compilation. Molhado SPL

addresses the evolution problem at the configuration level instead of at the code

level. We studied the type of operations needed to support software product line and

identified eight cases of change propagation. We proposed a versioning model that

handled all of the change propagation cases.

8.1 Approach

Molhado SPL supports independent evolution of core assets and products, the sharing

of code and the tracking relationships of products and shared code, and the eight

cases of change propagation. The Molhado SPL consists of four layers with each layer

providing different type of services. At the heart of Molhado SPL are the versioning

model, component object, shared component object, and project objects that allow for

independent evolution of products and shared artifacts, for sharing, and for supporting

change propagations. Further, they allow product specific changes to shared code

without interfering with the core asset that is shared. Products can also introduce
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product specific asset that only exist in that product.

The low-level versioning layer provides support for versioning, storage and loading

of data structures. The component and project versioning layer allows for represen-

tation of files and software and document projects. It supports merging and adds

enhancements to the version tree. The product line versioning layer provides the

versioning model to support product lines and the various mechanisms for change

propagation. To support change propagation, we implemented an XML merge al-

gorithm that is shown to be fast and efficient. The algorithm not only merges data

structures within Molhado SPL but also merge XML files as standalone software.

To support software product derivation and modeling of software product lines, we

implemented a feature model editor with debugging support. We also implemented

the version-aware XML framework to support the recording of version history in XML

documents. This serves two purposes. One is that documents can be edited outside of

the repository and can later be brought back into the repository with their change

histories. Another purpose is to support collaborative editing of documents in parallel

without the need for a versioning repository.

We evaluated Molhado SPL with two product lines: a document product line and

a graph software product line. We showed that Molhado SPL supports independent

evolution of products and core assets and all eight change propagation cases. We

did not evaluate Molhado SPL in terms of scalability or usability. This could be

future work. In addition, we may explore the option of using existing configuration

management tools such as Subversion, GIT and Mercurial as the low-level versioning

layer instead of the current Fluid system. These systems have already handled the

scalability issues and have network support.

8.2 Contributions

The contributions made in this dissertation are as follows.

• Molhado SPL is the first prototype to solve the evolution problem at the

configuration management level instead of at the source code and programming

language level. In doing so, we created a versioning model with code sharing

capability, which is unlike any versioning model of conventional SCM systems.
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We contribute concepts and terminology on change propagation for software

product line.

• The second contribution is a 3-way XML merge algorithm that exploits versioned

data structures and unique ID to increase speed and to reduce memory usage.

• The third contribution is a visual feature model editor with debugging. Many

have attempted to support feature model debugging using different logic rea-

soning but they lack user interface to support debugging. We proposed a user

interface that hints errors in the feature model editor similar to an IDE.

• Our last contribution is the version-aware XML document framework which

embeds versioning history inside XML documents without breaking them or

changing their semantics. In the past, version histories are stored externally

in files or database which means a file and its history can’t be exchange easily

between different users.

8.3 Future Work

There are many areas for possible future work. Molhado SPL is incomplete as it is only

a research prototype to test out ideas. To be completely usable and to support multiple

users, it will need to be implemented as a client-server system. At the moment, it

supports only a single user at a time. It could be implemented using a centralized

server approach like CVS and Subversion, or using a distributed approach, like GIT

and Mercurial. Currently, Molhado SPL does not use snapshots to improve version

retrieval and that could be a feature in the future version. The version-aware XML

document framework needs further evaluation especially with realistic documents such

as Microsoft Office or Open Office documents. Because version-aware XML documents

require every node to have a unique ID, there must be a way to introduce unique

ID into Office documents. Currently, Molhado SPL has not exploited version-aware

XML document as a way to export documents from the versioning system and later

import them back into the versioning system. Supporting an extended feature model

would be a goal for Molhado SPL’s feature editing and debugging. An extended model

replaces the And, Or, and Alternative operations with cardinality-based operations.
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